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Abstract

A Visual Programming Language (VPL) can help programmers quickly develop robust programs using simple drag-and-drop of visual elements, without worrying about the syntactic details of a programming language. In contrast to the textual programming languages, a VPL is usually designed for a specific domain such as to teach programming to beginners or to develop engineering models. Therefore, it is highly likely that numerous VPLs will be developed in future for different tasks and domains. Presently, each new VPL being developed is either created from scratch, or in some cases a newly developed VPL has used codebase of only a single existing VPL. Consequently, significant effort is required for developing a new VPL. This paper highlights the need of a universal framework to drastically reduce the time and effort required to develop a new VPL, and to enhance reusability of an existing VPL codebase. The framework offers a layered approach to VPL development. The layered approach offers an opportunity to generate a VPL layer by combining components from the corresponding layers of existing VPLs while writing minimal new components of the layer when required.
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1. Introduction

Typically, computers are programmed using programming languages that require typing code manually; such programming languages are called Textual Programming Languages (TPLs). Writing code in a textual language entails understanding the programming concepts and strictly following the syntax of that programming language [1]. That is, each line should be written carefully and even a minute syntactic mistake can result in generating multiple compilation errors. Due to the inherent difficulty in writing code using TPLs [2, 3], programming has been limited to few experts who have mastered the art of textual programming over several years. In order to make programming accessible to masses, it is desirable to significantly reduce the effort of typing a program so that a programmer can focus on the logic of a program to solve the problem at hand rather than wasting resources on the intricacies of the programming language syntax [4]. To this end, many Visual Programming Languages (VPLs) have been introduced.

A VPL allows a programmer to develop the logic for a program by simply dragging-and-dropping a visual element on a canvas and subsequently connecting that visual element with other elements [5, 6]. A visual element hides the syntactic complexities of the programming language from the programmer while the connections between elements represent the logic of the program.

A new VPL is usually developed keeping in mind the needs of a specific domain. For instance, since 2011 more than 15 domain-specific VPLs have been developed [7-32]. This trend may continue in future, leading to the development of numerous VPLs, each designed to fulfill the need for performing a specific task in a domain. Presently, each new VPL being developed is either created from scratch, without using any of the existing VPLs' codebase, or, in some cases, a VPL has used codebase of only a single existing VPL. Consequently, significant effort is required for developing a new VPL. To address this issue, this paper makes the following main contributions:

♦ Using a rigorous process, we choose 40 VPLs, developed from 1983 to-date and analyze the relationships between these VPLs. We have identified three types of relationships between these 40 VPLs, which include based-on, similar-to, and refers-to relationships.

♦ Given the insights developed from the analysis of relationships between VPLs, we have divided the existing VPLs into two generations. Form the analysis of relationships, we deduce the design limitations of the existing VPLs of the two generations.

♦ Finally, building on the lessons learned from the capabilities of existing VPLs, we envision
the next generation of VPLs. The third generation (i.e., future) VPLs should be based on a universal framework, which supports a layered-based approach to the development of a VPL. The use of our proposed framework will significantly reduce the time to develop a third generation VPL and will make it easier to reuse.

The rest of the paper is organized as follows. In Section 2, we outline the three types of relationships that a VPL may have with other VPLs. Section 3 divides VPLs in two generations and discusses the shortcomings of each generation. Section 4 presents the third generation VPLs and lists the salient features of the layered universal framework. Finally, we conclude the paper and present future work in Section 5.

2. Relationships between VPLs

One of the contributions of this paper is to identify the evolution of VPLs over the years, in order to understand the relationships between them. The understanding of relationships will help us to ascertain whether a VPL has influenced other VPLs and when a VPL codebase has benefited the development of other VPLs. We propose that three types of relationships are possible between a pair of VPLs. These relationships are based-on, similar-to, and refers-to. In general, a relationship between two visual languages L1 and L2 is represented by L1 \rightarrow L2. This implies that L2 has a relationship with L1 and L1 precedes L2 in terms of date of origin. The three types of relations between VPLs are formally described below:

♦ **Based-on**: A relationship between two VPLs is called based-on when L2 is either developed using the codebase of L1, or in the publication of L2 it is explicitly declared that L2 is based on L1. A solid line between L1 and L2 represents this relationship. For example, BlockPy is based-on Blockly because BlockPy uses the codebase of Blockly and BlockPy also explicitly acknowledges that "BlockPy owes much of its power to Blockly" [7]. Thus, we can say that BlockPy—Blockly. Of the three types of relationships between VPLs, based-on is the strongest form of relationship between VPLs, among the three types of relationships.

♦ **Similar-to**: A relationship between two VPLs is called similar-to, if the both VPLs look the same and provide a similar programming interface. A thin line between L1 and L2 represents this relationship. For example, Pencil Code is similar-to Scratch due to several reasons including both VPLs are block based, and have various similar visual elements to represent loops, conditions, and drawing procedures. Thus, we can say that Pencil Code—Scratch. We have identified this relationship with the consent of at least two independent programmers who have developed multiple programs in both VPLs. Similar-to relationship is a weaker type of relationship than based-on.

♦ **Refers-to**: The weakest type of relationship between two VPLs is called refers-to. This relationship represents the fact that the publication of L2 has referred to L1, thus indicating that the creators of L2 were aware of the existence of L1. This relationship between L1 and L2 is represented by a dotted line. For example, Progranimate has referred-to relationship with FLINT as the publication of Progranimate has made a reference to FLINT. Thus, we can say that Progranimate····FLINT.

3. Evolution of VPLs in Two Generations

In this section, we first provide an overview of the systematic and rigorous protocol to identify a comprehensive set of VPLs. Subsequently, we outline the procedure adopted to reliably mark all possible relationships between the VPLs. Finally, we classify these VPLs into two generation based on the relationships and deduce the design limitations of each generation of VPLs.

3.1 Protocol of Identifying VPLs

We employed a systematic and rigorous protocol to identify a comprehensive set of VPLs [8]. The protocol includes formally defined inclusion criteria, a systematic procedure to apply the criteria, and a cross-validation of the characteristics of the VPLs under consideration. According to the criteria, a VPL is shortlisted if:

a) it allows implementing basic programming constructs such as if-condition and loops,

b) these constructs can be implemented using drag-and-drop, instead of typing textual code, and

c) enough information about the VPL is available to evaluate the strengths of its various characteristics.

The procedure entails generating a list of candidate VPLs and screening them to identify the VPLs that meet the inclusion criteria. As a result
of the application of this procedure, 40 VPLs were identified [9-81]. Table 1 lists these 40 VPLs with their dates of origin and domains.

Finally, to cross-validate the characteristics of each VPL five researchers independently reviewed the documentation of these VPLs and, whenever possible, developed visual programs in these VPLs to extract their various characteristics. The protocol to identify VPLs and gather their characteristics via cross-validation is depicted in Fig. 1.

### 3.2 Identifying Relationships between VPLs

After identifying 40 VPLs using the protocol summarized above, we employed a systematic procedure to mark the three types of relationship among these VPLs.

#### Table 1: VPLs and their purpose

<table>
<thead>
<tr>
<th>Sr. No.</th>
<th>Year</th>
<th>VPL</th>
<th>Domain/Purpose</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>1983</td>
<td>Marten (Prograph)</td>
<td>General purpose</td>
</tr>
<tr>
<td>2</td>
<td>1986</td>
<td>DRAKON</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>3</td>
<td>1986</td>
<td>LabVIEW</td>
<td>Data acquisition and visualization</td>
</tr>
<tr>
<td>4</td>
<td>1991</td>
<td>Agent Sheets</td>
<td>Kid’s education</td>
</tr>
<tr>
<td>5</td>
<td>1992</td>
<td>BACCII/BACCII++</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>6</td>
<td>1992</td>
<td>Analytica</td>
<td>Analytical modeling</td>
</tr>
<tr>
<td>7</td>
<td>1996</td>
<td>EToys</td>
<td>Kids programming</td>
</tr>
<tr>
<td>8</td>
<td>1998</td>
<td>Alice</td>
<td>Turtle graphics, Games</td>
</tr>
<tr>
<td>9</td>
<td>1999</td>
<td>FLINT</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>10</td>
<td>2001</td>
<td>The SFC Editor</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>11</td>
<td>2001</td>
<td>SIVIL</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>12</td>
<td>2004</td>
<td>Raptor</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>13</td>
<td>2004</td>
<td>Larp</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>14</td>
<td>2004</td>
<td>Visual Logic</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>15</td>
<td>2005</td>
<td>Iconic Programmer</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>16</td>
<td>2005</td>
<td>Scratch</td>
<td>Kids games, Animations</td>
</tr>
<tr>
<td>17</td>
<td>2006</td>
<td>B#</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>18</td>
<td>2006</td>
<td>Microsoft VPL</td>
<td>Robotics</td>
</tr>
<tr>
<td>19</td>
<td>2006</td>
<td>Lego Mindstorms Software</td>
<td>Robotics</td>
</tr>
<tr>
<td>20</td>
<td>2008</td>
<td>StarLogo TNG</td>
<td>Turtle graphics</td>
</tr>
<tr>
<td>21</td>
<td>2009</td>
<td>Programimate</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>22</td>
<td>2009</td>
<td>devFlowchart</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>23</td>
<td>2009</td>
<td>GameSalad</td>
<td>Games, Animations</td>
</tr>
<tr>
<td>24</td>
<td>2009</td>
<td>Kudo</td>
<td>Turtle graphics, Games</td>
</tr>
<tr>
<td>25</td>
<td>2010</td>
<td>App Inventor for Android</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>26</td>
<td>2011</td>
<td>Flowcharts Interpreter</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>27</td>
<td>2011</td>
<td>Snap</td>
<td>Kids Games</td>
</tr>
<tr>
<td>28</td>
<td>2011</td>
<td>Stencyl</td>
<td>Kid’s education, Games</td>
</tr>
<tr>
<td>29</td>
<td>2011</td>
<td>Touch Develop</td>
<td>General purpose, Mobile</td>
</tr>
<tr>
<td>30</td>
<td>2012</td>
<td>Blockly</td>
<td>General purpose</td>
</tr>
<tr>
<td>31</td>
<td>2013</td>
<td>CODE</td>
<td>Kids programming</td>
</tr>
<tr>
<td>32</td>
<td>2013</td>
<td>Open Roberta</td>
<td>Robotics</td>
</tr>
<tr>
<td>33</td>
<td>2013</td>
<td>MBlock</td>
<td>Robotics, IoT</td>
</tr>
<tr>
<td>34</td>
<td>2013</td>
<td>Pencil Code</td>
<td>Turtle graphics, Education</td>
</tr>
<tr>
<td>35</td>
<td>2013</td>
<td>Dynamo</td>
<td>3D modeling, Art</td>
</tr>
<tr>
<td>36</td>
<td>2014</td>
<td>Flowgorithm</td>
<td>Teach Programming basics</td>
</tr>
<tr>
<td>37</td>
<td>2014</td>
<td>Tynker</td>
<td>Kid’s education, Games</td>
</tr>
<tr>
<td>38</td>
<td>2015</td>
<td>VIPLE</td>
<td>Robotics, IoT</td>
</tr>
<tr>
<td>39</td>
<td>2015</td>
<td>Beetle Blocks</td>
<td>Turtle graphics 3D</td>
</tr>
<tr>
<td>40</td>
<td>2017</td>
<td>BlockPy</td>
<td>General purpose, Scientific</td>
</tr>
</tbody>
</table>
The understanding of these relationships helped us to ascertain whether a VPL has influenced other VPLs and when a VPL codebase has benefited the development of other VPLs. The relationship marking procedure consists of two steps. In the first step, we formed a team of two researchers with expertise in using VPLs. Each researcher worked independently to perform two tasks. That is, locate the documentation and publication of each VPL and, whenever possible, develop example programs in a VPL. Based on the documentation and the development experience, each researcher marked a relationship between VPLs. In the second step, each researcher reviewed the relationship markings as well as the underlying rationale of the other researcher. In conclusion, the relationships included in this study were developed on a mutual consensus, based on the interpretation of the available literature and the experience of using VPLs.

### 3.3 Evolution of VPLs

As a result of the marking procedure discussed above, we identified 50 relationships between the VPLs. These include 10 based-on, 3 similar-to, and 37 refers-to relationships. The list of all the relationships is presented in Table 2.

The table lists all the individual relationships between VPLs, however the evolution of VPLs could not be understood without depicting these relationships in the context of time. To this end, in Fig. 2 we have sorted all the VPLs with respect to the date of their origin and drawn the relationship between them. In the Fig. 2, a small solid circle represents a VPL and a line between VPLs depicts relationships between them. Note that a solid circle is placed corresponding to the year of origin of a VPL and VPLs are sorted with respect to the time of their origin.

The depiction of relationship provides valuable insights about the evolution of VPLs. We observe that there is only a single based-on relationship till 2004. In contrast, from 2005 onwards multiple VPLs have developed several based-on relationships between them. Using this insight, we define two generations of VPLs. The first generation includes all the VPLs developed till 2004 whereas the second generation contains VPLs developed from 2005 onwards. These two generations of VPLs are represented by different color schemes in Fig. 2. In the following subsections, we reflect on the two generations of VPLs.

### Table 2: Relationships of VPLs

<table>
<thead>
<tr>
<th>Relationship Type</th>
<th>Relationships between VPLs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Based-on</td>
<td>Marten (Prograph) → Lego Mindstorms Software; Scratch → Snap, Stencyl, MBlock; Microsoft VPL → VPLi; Snap → Blockly, Beetle Blocks; Blockly → CODE, Open Roberta, BlockPy;</td>
</tr>
<tr>
<td>Similar-to</td>
<td>BACCII/BACCII++ → Iconic Programmer; FLINT → Raptor; Scratch → Pencil Code;</td>
</tr>
<tr>
<td>Refers-to</td>
<td>LabVIEW → Dynamo; BACCII/BACCII++ → FLINT, Raptor, Scratch, Progranimate; EToys → Scratch; Alice → Scratch, StarLogo TNG, GameSalad, App Inventor for Android, Touch Develop, Kudo, CODE; FLINT → The SFC Editor, Raptor, Progranimate; The SFC Editor → Progranimate; Raptor → Progranimate; Visual Logic → B#, Progranimate; Iconic Programmer → Progranimate; Scratch → Kudo, GameSalad, Touch Develop, Blockly, CODE, Open Roberta; B# → App Inventor for Android; Microsoft VPL → Lego Mindstorms Software; Lego Mindstorms Software → Kudo, App Inventor for Android; devFlowcharter → GameSalad; Kudo → CODE; App Inventor for Android → Touch Develop, Pencil Code; Blockly → Pencil Code; CODE → Pencil Code;</td>
</tr>
</tbody>
</table>
3.3.1 First Generation of VPLs

Fig. 2 shows that the first generation VPLs were developed independently of each other. This can be inferred from the fact that VPLs of the first generation have mostly refers-to relationship between them and only a couple of similar-to relationships. This indicates that the development of a new VPL of the first generation did not benefit from the codebases of existing VPLs. We argue that there are two possible reasons for this scarcity of strong relationships between VPLs. These are, a) lack of modularity in the codebase of VPLs, and b) the absence of proper documentation about the underlying design of the VPLs. For instance, no VPL of this generation has provided easy to reuse components, which a VPL being developed could import in order to reduce the time and effort of its development. One exception is LabVIEW, whose codebase was used in the development of Lego Mindstorms Software. However, it should be noted that the same organization (i.e., National Instruments) was involved in the development of Lego Mindstorms Software and LabVIEW [77]. Thus, we argue that this based-on relationship does not truly reflect that Lego Mindstorms has benefited from LabVIEW due to modularity of its software.

3.3.2 Second Generation of VPLs

Fig. 2 also shows that many second generation VPLs have based-on, the strongest form of relationship, with other VPLs of this generation. We argue that the emergence of abundant relationships of the strongest form was caused by two factors: 1) the improved modularity in the design and code of these VPLs, and 2) the user-friendly documentation of the VPLs in this generation. Scratch and Blockly are the two prominent modular-VPLs in this generation. These VPLs provide useful pointers for the developers’ community to extend and/or reuse their functionality. For instance, Blockly has a set of visual blocks supporting a wide range of functionalities. Thus, a developer interested in creating his own VPL could import some of the blocks provided by Blockly to his VPL by writing a few lines of code. Furthermore, Blockly also provides a developers’ tool to create new blocks or modify the functionality of its existing blocks. This enabled creation of many languages that have based-on relationship with Blockly. Although, the VPLs of the second generation advanced significantly from the first generation, however, the VPLs of second generation still benefited from existing VPL codebase in a limited way. In the next section, we explain the limitations of the second generation VPLs and envision future VPLs.

4. The Third Generation of Future VPLs

The VPLs of the second generation advanced significantly from the first generation. However, the VPLs of second generation had many limitations. In this section, we present these limitations and suggest how these limitations could be overcome in the third generation of VPLs.

4.1 Need to learn codebase of VPLs

Unlike the first generation of VPLs, the VPLs of the second generation, such as Scratch and Blockly, had structured their codebase into modules. Due to this underlying structure, a developer of a new VPL does not necessarily require complete understanding of an existing VPL codebase to reuse it. Instead, the developer can change code of a few selected modules and write new modules to develop a new VPL. This implies that the developer has to partially understand codebase of an existing VPL depending upon the modules he/she wants to reuse in developing the new VPL. For example, Blockly uses JavaScript and HTML. Thus, one has to first learn JavaScript and HTML, and then partially understand Blockly codebase before reusing it. We argue that understanding code of an existing VPL, even partially, still hinders rapid development of new VPLs.

Ideally, a new VPL developer should be able to reuse an existing VPL codebase and write his VPL’s new components, without writing a single line of code in a textual language. This can be accomplished in two steps. First, identify all the tasks that need to be performed in order to create a new VPL. Second, provide a graphical user interface to accomplish those tasks via drag-and-drop. Although, one still has to manually type some of the properties and names but a VPL development can be done without writing code in any textual programming language. In this paper, we propose creation of a universal framework, VisFra, which defines all the tasks that need to be accomplished in order to create a VPL. Once this has been achieved, one can write a GUI to perform the required tasks using drag-and-drop and create a new VPL.
4.2 Incompatibility of VPLs

Incompatibility between VPLs is another key reason that hinders the reuse of VPLs in developing a new VPL. For instance, two modular VPLs, which were either developed using two different TPLs or provide different kind of modules, cannot be reused simultaneously in the creation of a new VPL, due to their incompatibility. This may be the reason why there does not exist any one-to-many correspondences between the second generation VPLs, that is, the reusability is restricted to one-to-one correspondences (see Fig. 2).

We argue that if multiple compatible VPLs are provided then a new VPL can reuse many existing VPLs simultaneously, creating one-to-many correspondences between VPLs and starting a new era of reusability. Thus, the VPLs developed using VisFra, will be mutually compatible.

4.3 Dependency of VPLs

There are several dependencies associated with VPLs including, operating system on which they run, the user interfaces provided by them, and the textual language(s) in which the textual code of the VPLs are generated. This means that changing one of the dependencies requires significantly rewriting the codebase for the VPL. For instance, in order to reuse a VPL in Linux that was originally developed for Windows requires significant rewriting of code. Similarly, using VPLs that translate visual programs into Java code requires significant rewriting of codebase if it is be reused to translate code in C++. The presence of these dependencies creates new challenges to the reusability of VPLs.

To that end, another objective of VisFra is to make VPLs independent of operating system, GUI, and the textual language used to develop it. More specifically, VisFra will employ a modular and layered approach to divide each task of VPL development into parts and layers. Hence, for instance a VPL developer may be able to generate code in multiple TPLs just by changing the specific layer of a VPL provided by VisFra for the TPL support, leaving rest of the VPL code unchanged.

![Fig. 2: The three types of relationship between VPLs](image-url)
Fig. 3 shows a typical VPL developed using VisFra. This third generation of VPL has n layers. Each layer has multiple blocks at a maturity level represented by that layer. The next (higher) layer builds on the blocks of the previous (lower) layer.

5. Conclusion

Fig. 4 shows the evolution of VPLs in three generations. In the first generation, a VPL was composed of a single layer and a single block. To reuse code of such a VPL one had to adopt more-or-less the whole codebase and change it to develop a new VPL. For example, Lego Mindstorms Software was developed by adopting codebase of LabVIEW software, only. This kind of based-on relationship can only exist if some of the team members involved in the development of the previous VPL are developing the new VPL while using their knowledge of the codebase. Therefore, in the first generation almost all the VPLs (except one) have either refers-to or similar-to relationships.

Fig. 3: A typical VPL of the third generation

Figure 4b, shows that VPLs of the second generation provide blocks, leading to easy to reuse codebase of VPLs in this generation. However, in the second generation VPLs, there are three shortcomings. Firstly, reusing a second generation VPL requires understanding some of its code and skills to program in a TPL, thus hindering the reusability of that VPL. Secondly, the second generation of VPLs does not provide layers, therefore a functionality is not confined to a specific layer designated to it. Hence any change in their underlying structure, requires a major revamping in different parts of such a VPL. Finally, second generation of VPL are mutually incompatible as their design is not based on a common framework. Hence, a new VPL being developed cannot reuse multiple incompatible existing VPLs codebase.

Fig. 4c, shows that a third generation VPL could reuse the codebase of several existing VPLs, if these existing VPLs were developed using the same universal framework, VisFra. VisFra provides layers hence confines each functionality to a specific layer designated to it. The layer approach enables making a major change in an existing VPL easy, without effecting other layers providing different functionalities. Finally, VisFra enables creating a new VPL using drag-and-drop of different components thus eliminating the need to write code in any TPL. The VPL-white in Fig. 4c uses many of the components of VPL-gray and VPL-green at different layers of its development.

We are currently developing the universal framework VisFra. It defines ten different layers at different maturity levels. Based on this framework, we plan to reproduce selected VPLs and produce new VPLs to demonstrate its effectiveness. The details of the framework will be discussed in a future paper.
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